**Question 1:**

Which of the following statement(s) is/are true about ensemble models? Select all that apply

a. By combining multiple machine learning models, ensembles produce models with enhanced performance.

b. The scikit-learn implementation for RandomForestClassifier() uses Gini as the default function to measure the quality of the split.

c. None of the above.

**Answer: b.**

a. By combining multiple machine learning models, ensembles produce models with enhanced performance.

Ensemble methods often enhance performance, but this is not guaranteed in all cases. The effectiveness of an ensemble depends on factors

such as:

The diversity and quality of the individual models.

The method used to combine the models.

The specific problem and dataset.

In some cases, an ensemble might not improve performance or could even degrade it if the individual models are not diverse enough or if the

ensemble method is not well-suited to the problem.

Therefore, while ensembles often improve performance, it is not an absolute certainty.

A couple of examples below

import numpy as np

import pandas as pd

from sklearn.datasets import make\_classification

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LogisticRegression

from sklearn.ensemble import BaggingClassifier

from sklearn.metrics import accuracy\_score

# Generate a synthetic dataset for the example

X, y = make\_classification(n\_samples=1000, n\_features=20, random\_state=42)

# Split the dataset into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.3, random\_state=42)

# Single Logistic Regression Model

single\_model = LogisticRegression(max\_iter=1000, random\_state=42)

single\_model.fit(X\_train, y\_train)

single\_y\_pred = single\_model.predict(X\_test)

single\_accuracy = accuracy\_score(y\_test, single\_y\_pred)

print(f'Single Logistic Regression Model Accuracy: {single\_accuracy:.2f}')

# Ensemble Model using Bagging with Logistic Regression

ensemble\_model = BaggingClassifier(estimator=LogisticRegression(max\_iter=1000, random\_state=42),

n\_estimators=10, random\_state=42)

ensemble\_model.fit(X\_train, y\_train)

ensemble\_y\_pred = ensemble\_model.predict(X\_test)

ensemble\_accuracy = accuracy\_score(y\_test, ensemble\_y\_pred)

print(f'Ensemble Model (Bagging with Logistic Regression) Accuracy: {ensemble\_accuracy:.2f}')

Single Logistic Regression Model Accuracy: 0.85

Ensemble Model (Bagging with Logistic Regression) Accuracy: 0.84

import numpy as np

import pandas as pd

from sklearn.datasets import make\_classification

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LogisticRegression

from sklearn.ensemble import VotingClassifier

from sklearn.metrics import accuracy\_score

# Generate a synthetic dataset for the example

X, y = make\_classification(n\_samples=1000, n\_features=20, random\_state=42)

# Split the dataset into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.3, random\_state=42)

# Single Logistic Regression Model

single\_model = LogisticRegression(max\_iter=1000, random\_state=42)

single\_model.fit(X\_train, y\_train)

single\_y\_pred = single\_model.predict(X\_test)

single\_accuracy = accuracy\_score(y\_test, single\_y\_pred)

print(f'Single Logistic Regression Model Accuracy: {single\_accuracy:.2f}')

# Hard Voting Ensemble with Logistic Regression

ensemble\_model = VotingClassifier(estimators=[

('lr1', LogisticRegression(max\_iter=1000, random\_state=42)),

('lr2', LogisticRegression(max\_iter=1000, random\_state=43)),

('lr3', LogisticRegression(max\_iter=1000, random\_state=44))

], voting='hard')

ensemble\_model.fit(X\_train, y\_train)

ensemble\_y\_pred = ensemble\_model.predict(X\_test)

ensemble\_accuracy = accuracy\_score(y\_test, ensemble\_y\_pred)

print(f'Hard Voting Ensemble Model Accuracy: {ensemble\_accuracy:.2f}')

Single Logistic Regression Model Accuracy: 0.85

Hard Voting Ensemble Model Accuracy: 0.85

b. The scikit-learn implementation for RandomForestClassifier() uses gini as the default function to measure the quality of the split.

Check: <https://scikit-learn.org/stable/modules/generated/sklearn.ensemble.RandomForestClassifier.html>

In particular the argument criterion

**Question 2**

Using scikit-learn and our cancer dataset (the one we used in our laboratory to classify between malignant and benign tumors), we would like to

build a random forest classifier that performs hard voting with the individual predictions of each tree. To do this, we will use the program shown

below that utilises RandomForestClassifier() and specifically its fit() and predict() methods.

We want to train a model with 200 trees; a minimum of 5 samples to split an internal node; 2 as the minimum number of samples required to be

at a leaf node; and a random state of 42. To train each base estimator, we will bootstrap 80% of the original training set, that is, 80% is the

fraction of the training set to be used for each bootstrap sample.

Select all that apply:

##################################################

# Docstring:

# data: Bunch

# Dictionary-like object, with the following attributes.

# data{ndarray, dataframe} of shape (569, 30)

# The data matrix. If as\_frame=True, data will be a pandas DataFrame.

# target{ndarray, Series} of shape (569,)

# The classification target. If as\_frame=True, target will be a pandas Series.

# feature\_namesndarray of shape (30,)

# The names of the dataset columns.

# target\_namesndarray of shape (2,)

# The names of target classes.

# frameDataFrame of shape (569, 31)

# Only present when as\_frame=True. DataFrame with data and target.#

# For more information:

# scikit-learn.org/stable/modules/generated/sklearn.datasets.load\_breast\_cancer.html

# X: (...)

# y

# (...)

##################################################

# Import libraries from sklearn:

from sklearn.ensemble import RandomForestClassifier

from sklearn.datasets import load\_breast\_cancer

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import confusion\_matrix, classification\_report

# Load the dataset

data = load\_breast\_cancer()

X, y = data.data, data.target

# Split the dataset into training and test sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

# Select all the answers that apply from the options shown below (a,b,c or d).

################################################################

# a)

# Start of code for option a)

# Create RandomForestClassifier

rf = RandomForestClassifier(n\_estimators=200, min\_samples\_split=2, min\_samples\_leaf=5, random\_state=42

#Train the RandomForestClassifier

rf.fit(X\_train, y\_train)

# Make predictions

y\_pred\_training = rf.predict (X\_train)

y\_pred\_test = rf.predict(X\_test)

# End of code for option a)

################################################################

################################################################

# b)

# Start of code for option b)

# Create RandomForestClassifier

rf = RandomForestClassifier(n\_estimators=200, min\_samples\_split=5, min\_samples\_leaf=2, random\_state=42, max\_samples=0.8)

#Train the RandomForestClassifier

rf.fit(X\_train, y\_train)

# Make predictions

y\_pred\_training = rf.predict (X\_train)

y\_pred\_test = rf.predict(X\_test)

# End of code for option b)

################################################################

################################################################

# c)

# Start of code for option c)

# Create RandomForestClassifier

rf = RandomForestClassifier(n\_estimators=200, min\_samples\_split=5, max\_leaf\_nodes=2, random\_state=42, max\_samples=0.8)

#Train the RandomForestClassifier

rf.fit(X\_train, y\_train)

# Make predictions

y\_pred\_training = rf.predict (X\_train)

y\_pred\_test = rf.predict(X\_test)

# End of code for option c)

################################################################

# There is a 4th of option:

# d) None of the above.

# Rewrite the whole program.

################################################################

# Evaluate the performance

# Print classification reports

print('Classification Report - Training Set:')

print(classification\_report(y\_train, y\_pred\_training))

print('Classification Report - Test Set:')

print(classification\_report(y\_test, y\_pred\_test))

**Answer: d**

Feedback:

The scikit-learn RandomForestClassifiers() does not perform hard voting. Let's check the definition of the method predict() to double

check that.

![](data:image/png;base64,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)

scikit-learn 中的 `RandomForestClassifier` 不会像 `VotingClassifier` 那样执行硬投票。相反，它使用不同的机制进行预测。

让我们分解一下要点：

### RandomForestClassifier 的预测方法

`RandomForestClassifier` 的 `predict` 方法汇总森林中每棵树的预测。每棵树为每个样本提供一个预测，最终预测基于多数投票（即在所有树中获得最多投票的类）。这是一种集成学习的形式，但与不同分类器之间的硬投票不同。

来自 scikit-learn 文档中 `RandomForestClassifier` 的 `predict` 方法（如您提供的图像所示）：

- 该方法获取输入样本 `X`，并通过汇总森林中所有树的投票返回预测的类。

### 硬投票

另一方面，硬投票通常是指将来自多个不同分类器（例如 RandomForest、SVM、LogisticRegression）的预测组合起来，并针对每个样本在这些分类器中进行多数投票。这是使用 scikit-learn 中的 `VotingClassifier` 完成的。

### 所提供选项的评估

- \*\*选项 a)\*\*：此选项不符合要求，因为它设置了 `min\_samples\_split=2` 和 `min\_samples\_leaf=5`，与所需参数不匹配。

- \*\*选项 b)\*\*：此选项设置 `n\_estimators=200`、`min\_samples\_split=5`、`min\_samples\_leaf=2`、`random\_state=42` 和 `max\_samples=0.8`。虽然它正确地设置了 `RandomForestClassifier`，但它没有在结合不同分类器的预测的背景下实现硬投票。

- \*\*选项 c)\*\*：此选项不正确，因为它设置了 `max\_leaf\_nodes=2`，而这在要求中并未指定。

### 硬投票的正确实现

要使用多个分类器实现硬投票，您可以使用 `VotingClassifier`，如下所示：

```python

from sklearn.ensemble import VotingClassifier

from sklearn.ensemble import RandomForestClassifier

from sklearn.linear\_model import LogisticRegression

from sklearn.svm import SVC

from sklearn.datasets import load\_breast\_cancer

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import classification\_report

# Load the dataset

data = load\_breast\_cancer()

X, y = data.data, data.target

# Split the dataset into training and test sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

# Define the individual classifiers

rf = RandomForestClassifier(n\_estimators=200, min\_samples\_split=5, min\_samples\_leaf=2, random\_state=42, max\_samples=0.8)

lr = LogisticRegression(random\_state=42)

svc = SVC(probability=True, random\_state=42)

# Create the VotingClassifier

voting\_clf = VotingClassifier(estimators=[('rf', rf), ('lr', lr), ('svc', svc)], voting='hard')

# Train the VotingClassifier

voting\_clf.fit(X\_train, y\_train)

# Make predictions

y\_pred\_training = voting\_clf.predict(X\_train)

y\_pred\_test = voting\_clf.predict(X\_test)

# Evaluate the performance

print('Classification Report - Training Set:')

print(classification\_report(y\_train, y\_pred\_training))

print('Classification Report - Test Set:')

print(classification\_report(y\_test, y\_pred\_test))

```

此方法通过结合 RandomForest、LogisticRegression 和 SVC 分类器的预测，正确实现了硬投票。每个分类器对类别进行投票，多数票决定最终预测。

### 总结

虽然选项 b 正确地设置了具有指定参数的 `RandomForestClassifier`，但它没有实现问题陈述所要求的硬投票。要实现硬投票，您需要使用上面演示的 `VotingClassifier`。

**Question 3**

Decision Trees:

a. are completely invariant to scaling of the data.

b. tend to overfit and provide poor generalization performance.

c. None of the above.

Select all that apply:

**Answer: a and b.**

Feedback:

From week 4's reading material (Müller, Andreas C and Sarah Guido, Introduction to Machine Learning with Python : A Guide for Data Scientists

(O’Reilly Media, Inc, First edition., 2017)), section 2.3.5. Decision Trees, subsection "Strengths, weaknesses, and parameters":

"As each feature is processed separately, and the possible splits of the data don’t depend on scaling, no preprocessing like normalization or

standardization of features is needed for decision tree algorithms. In particular, decision trees work well when you have features that are on

completely different scales, or a mix of binary and continuous features.

The main downside of decision trees is that even with the use of pre-pruning, they tend to overfit and provide poor generalization performance.

Therefore, in most applications, the ensemble methods we discuss next are usually used in place of a single decision tree."

**Question 4:**

Select all that apply in the context of building a predictive model:

a. It's crucial for the training set to be a good representation of the new cases we aim to predict for achieving good generalization.

b. Instances that are obvious outliers could potentially distort our model's performance. It might be beneficial to either remove them or rectify the errors manually.

c. None of the above.

Select all that apply:

**Answer: a and b.**

Feedback:

a. In the context of building a predictive model, it is crucial that the training set accurately represents the new cases we aim to predict. This

representation is essential for the model to generalize well, meaning it can apply what it has learned to unseen data effectively. If the training

set is not representative, the model may learn patterns that are specific to the training data but do not hold true in real-world scenarios, leading

to poor performance on new data.

b. Moreover, instances that are obvious outliers can significantly distort the model's performance. Outliers are data points that deviate markedly

from the rest of the dataset. These anomalies can introduce noise and bias into the model, causing it to learn incorrect or irrelevant patterns.

This can result in overfitting, where the model performs well on the training data but poorly on new data.

To address this issue, it might be beneficial to either remove the outliers or manually rectify the errors they represent. Removing outliers can

help in creating a cleaner and more representative dataset, leading to a model that generalizes better. Alternatively, if the outliers contain

valuable information but are erroneous, correcting these errors manually can ensure that the dataset remains comprehensive and accurate,

ultimately enhancing the model’s performance.

**Question 5**

Which of the following statement(s) is/are true about ensemble models? Select all that apply

a. Prior to building each tree in the forest, the scikit-learn implementation of sklearn.ensemble.RandomForestClassifier() uses max\_features

once per tree. Once the features are selected for a specific tree (for example, 80% of the total number of features), those same features are

used to build the entire tree.

b. The learning rate is a hyper-parameter of the sklearn.ensemble.RandomForestClassifier() classifier that must be set up or tuned by the user.

c. The Random Forest has usually better interpretability than the single decision trees.

d. None of the above

**Answer: d**Feedback:

a. In a RandomForestClassifier, the number of features to consider when looking for the best split (often denoted as max\_features) is used each time a split is made in any of the decision trees within the forest.

This means that for each node in each tree:

1. A subset of features (of size max\_features) is randomly selected from the total set of features.

2. The best split is found among these randomly selected features. This process is repeated for every node in every tree, ensuring that each split is based on a different random subset of features.

3. By using max\_features this way, Random Forests introduce randomness at each split, which helps in reducing overfitting and improving generalization.

b. RandomForestClassifier() does not have a hyperparameter called learning rate.

c. From week 5's reading material: "It is basically impossible to interpret tens or hundreds of trees in detail, and trees in random forests tend to

be deeper than decision trees (because of the use of feature subsets). Therefore, if you need to summarize the prediction making in a visual

way to nonexperts, a single decision tree might be a better choice."

Source: Müller, Andreas C and Sarah Guido, Introduction to Machine Learning with Python : A Guide for Data Scientists (O’Reilly Media, Inc, First

edition., 2017)), section 2.3.6. 2.3.6 Ensembles of Decision Trees, Random Forests, subsection "Strengths, weaknesses, and parameters":

Question 6

Check the Python code below:

##################################################

# Docstring:

# data: Bunch

# Dictionary-like object, with the following attributes.

# data{ndarray, dataframe} of shape (569, 30)

# The data matrix. If as\_frame=True, data will be a pandas DataFrame.

# target{ndarray, Series} of shape (569,)

# The classification target. If as\_frame=True, target will be a pandas Series.

#

# feature\_namesndarray of shape (30,)

# The names of the dataset columns.

#

# target\_namesndarray of shape (2,)

# The names of target classes.

#

# frameDataFrame of shape (569, 31)

# Only present when as\_frame=True. DataFrame with data and target.#

#

# For more information: https://scikit-learn.org/stable/modules/generated/sklearn.datasets.load\_breast\_cancer.html

##################################################

# Import libraries from sklearn:

from sklearn.linear\_model import LogisticRegression

from sklearn.datasets import load\_breast\_cancer

from sklearn.model\_selection import train\_test\_split, GridSearchCV

from sklearn.preprocessing import StandardScaler

from sklearn.pipeline import Pipeline

from sklearn.metrics import classification\_report

# Load the dataset

data = load\_breast\_cancer()

X, y = data.data, data.target

# Split the dataset into training and test sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

# Create a pipeline with scaling and LogisticRegression

pipeline = Pipeline([

('scaler', StandardScaler()),

('logreg', LogisticRegression(penalty='l2', solver='liblinear', random\_state=42))

])

# Set up the parameter grid for GridSearchCV

param\_grid = {

'logreg\_\_C': [0.1, 1.0, 10.0, 100.0]

}

# Create GridSearchCV object

grid\_search = GridSearchCV(pipeline, param\_grid, cv=5, n\_jobs=-1, verbose=2)

# Train the model using GridSearchCV

grid\_search.fit(X\_train, y\_train)

# [\*\*\*\*\*\*\*\* Question 6 \*\*\*\*\*\*]

y\_pred\_training = grid\_search.predict(X\_train)

y\_pred\_test = grid\_search.predict(X\_test)

# Make predictions

#y\_pred\_training = [\*\*\*\*\*\*\*\* Question 6 \*\*\*\*\*\*].predict(X\_train)

#y\_pred\_test = [\*\*\*\*\*\*\*\* Question 6 \*\*\*\*\*\*].predict(X\_test)

# Evaluate the performance

# Print classification reports

print('Classification Report - Training Set:')

print(classification\_report(y\_train, y\_pred\_training))

print('Classification Report - Test Set:')

print(classification\_report(y\_test, y\_pred\_test))

**Answer: b. False**

Feedback:

The statement is partially true but contains a part that is false. Let's clarify it:

When executing grid\_search.fit(X\_train, y\_train), the GridSearchCV object does indeed search for the optimal parameters using cross-validation.

However, it does return a fitted model using the best parameters on the entire training set. There is no need to fit a new model manually after

finding the best parameters.

Here is the corrected version:

"When executing grid\_search.fit(X\_train, y\_train), the GridSearchCV object searches for the optimal parameters using cross-validation and

returns a fitted model using the best parameters on the entire training dataset."

So the original statement is false because it incorrectly states that you need to fit a new model manually after finding the best parameters.

**Question 7**

Select all that apply. An artificial neural network with multiple layers, where all layers (including the output or final layer) have linear activation

functions.

a. Will behave like a standard artificial neural network with typical activation functions such as ReLU or Sigmoid.

b. Will be equivalent to a logistic regression model.

c. Will be functionally equivalent to an artificial neural network with a single linear layer.

d. None of the above.

**Answer: c**

Feedback:

a. False. ReLU and Sigmoid are non linear functions.

b. False. Logistic regression requires a Sigmoid.

c. True. When all layers in a neural network have linear activation functions, the composition of these linear functions is itself a linear function.

Therefore, the network will be equivalent to a single-layer linear model, regardless of the number of layers.

Question 8

The following Keras code will allow the model to perform regression tasks, assuming the data (not shown here) is suitable for the ANN.

import tensorflow as tf

# Initialize the model

tf.random.set\_seed(42)

model = tf.keras.Sequential()

# Add layers to the model

model.add(tf.keras.layers.Dense(64, input\_dim=10, activation='relu')) # First hidden layer with 64 neurons

model.add(tf.keras.layers.Dense(32, activation='relu')) # Second hidden layer with 32 neurons

model.add(tf.keras.layers.Dense(1, activation='linear')) # Output layer with 1 neuron for regression

# Compile the model

model.compile(optimizer='adam', loss='mse', metrics=['mse']) #

# The model is now ready to be trained with model.fit()

True or False?

**Answer: True**

Explanation:

* The given Keras code initializes and sets up a neural network model suitable for regression tasks.
* The input layer expects 10 features (input\_dim=10).
* The network has two hidden layers with 64 and 32 neurons, respectively, both using the ReLU activation function.
* The output layer has one neuron with a linear activation function (activation='linear'), which is appropriate for regression tasks.
* The model is compiled with the Adam optimizer and mean squared error (MSE) as both the loss function and metric, which are standard choices for regression problems.
* Therefore, the code is correctly set up to perform regression tasks, making the statement true.

Question 9 Select all that apply:

Select all that apply. Assume we have 1,000,000 data points in our training set; and a mini-batch size=1,000. In the context of training an artificial neural network model, select the term/s that describe the process in which the model observes all training samples once:

a. One iteration.

b. One forward pass.

c. One forward and backward pass.

d. None of the above.

**Answer: d**

Feedback:

The question is giving the definition for epoch. An epoch is defined as one complete pass through the entire training dataset.

**Question 10**

The following Keras code will correctly compile a model designed for multi-class classification tasks. Assume the data (not shown here) is

suitable for the ANN. For the output, we know that we have one target probability per class for each instance. In this case, one-hot vectors, e.g.,

[0., 0., 0., 1., 0., 0., 0., 0., 0., 0.] to represent class 3.

import tensorflow as tf

# Initialize the model

model = tf.keras.Sequential()

# Add layers to the model

model.add(tf.keras.layers.Dense(128, input\_dim=20, activation='relu')) # First hidden layer with 128 neurons

model.add(tf.keras.layers.Dense(64, activation='relu')) # Second hidden layer with 64 neurons

model.add(tf.keras.layers.Dense(10, activation='softmax')) # Output layer with 10 neurons for multi-class classification

# Compile the model

model.compile(optimizer='adam', loss='categorical\_crossentropy', metrics=['accuracy'])

# The model is now ready to be trained with model.fit()

**Answer: a. True. The code is correct for the given specifications.**

Explanation:

The provided Keras code correctly compiles a model designed for multi-class classification tasks. Here's why:

1. Model Architecture:
   * First Hidden Layer: 128 neurons with ReLU activation function.
   * Second Hidden Layer: 64 neurons with ReLU activation function.
   * Output Layer: 10 neurons with softmax activation function, appropriate for multi-class classification where each output neuron corresponds to a class.
2. Compilation:
   * Optimizer: adam optimizer, a popular choice for training neural networks.
   * Loss Function: categorical\_crossentropy, which is appropriate for multi-class classification tasks with one-hot encoded target vectors.
   * Metrics: accuracy, which is a standard metric for classification tasks.

The use of the softmax activation function in the output layer ensures that the output of the network is a probability distribution over the 10 classes, which is necessary for multi-class classification. The categorical\_crossentropy loss function is designed to handle such probability distributions and compute the loss appropriately.

Therefore, the code correctly compiles a model designed for multi-class classification tasks.